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Problem Definition

Let us consider the following problem to understand Segment Trees.

We have an array arr[0 . . . n-1]. We should be able to

**1 🡪** Find the sum of elements from index l to r where 0 <= l <= r <= n-1

**2** 🡪 Change value of a specified element of the array to a new value x. We need to do arr[i] = x where 0 <= i <= n-1.

A **simple solution**

is to run a loop from l to r and calculate sum of elements in given range. To update a value, simply do arr[i] = x. The first operation takes O(n) time and second operation takes O(1) time.

Representation of SegmentTree

**1.** Leaf Nodes are the elements of the input array.

**2.** Each internal node represents some merging of the leaf nodes. The merging may be different for different problems. For this problem, merging is sum of leaves under a node. An array representation of tree is used to represent Segment Trees. For each node at index i, the left child is at index 2\*i+1, right child at 2\*i+2 and the parent
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Construction of Segment Tree from given Array

We start with a segment arr[0 . . . n-1]. and every time we divide the current segment into two halves(if it has not yet become a segment of length 1), and then call the same procedure on both halves, and for each such segment we store the sum in corresponding node.

All levels of the constructed segment tree will be completely filled except the last level. Also, the tree will be a Full Binary Tree because we always divide segments in two halves at every level. Since the constructed tree is always full binary tree with n leaves, there will be n-1 internal nodes. So total number of nodes will be 2\*n – 1.

Height of the segment tree will be ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAAUCAYAAADGIc7gAAABWWlDQ1BJQ0MgUHJvZmlsZQAAKJFjYGBSSSwoyGFhYGDIzSspCnJ3UoiIjFJgv8/AxcDHwMvAwWCZmFxc4BgQ4ANUwgCjUcG3awyMIPqyLsisp7v5ZqTvdTvrvc8lb6906QxM9SiAKyW1OBlI/wHi1OSCohIGBsYUIFu5vKQAxO4AskWKgI4CsueA2OkQ9gYQOwnCPgJWExLkDGTfALIVkjMSgWYw/gCydZKQxNOR2FB7QYDbJbO4ICexUiHAmIBryQAlqRUlINo5v6CyKDM9o0TBERhKqQqeecl6OgpGBoamDAygMIeo/hwIDktGsTMIseb7DAy2+////78bIea1n4Fhozkw+HYixDQsGBgEuRkYTuwsSCxKBAsxAzFTWhoDwydgePEGMDAIb2Ng4PxTnGZsBJZn5HFiYGC99///ZzUGBvbJDAx/J/z//3vR//9/FwM132FgOJAHAEf/Z5tAjj9dAAAACXBIWXMAAAtHAAALRwFJUk6pAAACsUlEQVRYCe2WTYhOURjHZ8ZXSl4fS8nttaBYYIVJRk3ZEVF2PhYjSnZEFpPNjI8NC4WdhQ3FlIiRZjGzErLAjpuVlK+Fna/fj3N0ut3L+45bvOVfv86559xz3uc5z/Oc+3Z1/VdnnUA35j6A54nZQ/QfQhPmhD7NP6tpWLYNtgYL9emp/dEwkDarwvhXWh3sJM3C2OM9FRYbse0Vcx0xXOWYxr/vCA8qjPyVYxVLOmN46iTMHGCNl4oRXQzW6F2Ics4LKIe58BY8wIVwB0agFU3npT2QwSu4DDvhI6yB0/AYStWuYyfCLoeT3XRMZ66GsYu0T8B3LeQrcBuOQQNakTfbbHgNz+AWeJGdAh12fhC2QKnaScUmOxwCo5FKB3Qmyhs1Dw+faXVyPbyDHFrRFF5aDjdgBejgGVDOZfABKtWOY/1hF1Mwld9AI6ZDysj12UFmxFoY8SHIsY3gIR2BS5BBqk88jIHfqF64BlHR6UdxoKz1R+rWfTacDxpuxI7CGChTaB4shZOg4TtAw1dCUdqnY/vDhOvd28PaF8Yqm9HKmR95bQoq27IPtl99x6NiHcbntPW0Y1o6rqGLwCxoQKoeHkzDdM76OgBGy0PZDEVZ15Uf6OLLPptyFyC9OBw3nfbaSbSbftFQp43gOPSB0vgMPJhizRitdfAimXNsGZjacS3dcpVFLP1L5Xx/snSAvlEx1c6DEUvV5EFDI9bLBFSd7k3mdkFRMxkYhoPJhBFfDeeg6vC+R8w1ZY45PhnplPtlYXE3rTWhUy8hg6gZdDyc1PA49ydt26nYyo8ZaVM2Dy8btTdwD3KIsj42gdf4WWhArTJn65RXvRoCa0NZCwvAos/B39wAnux1WALejINQq+pMxd8ZppPedLH+bL9ADnXpZ40Vi7+uH/hb+5jmvd8AAB16asAdJzoAAAAASUVORK5CYII=). Since the tree is represented using array and relation between parent and child indexes must be maintained, size of memory allocated for segment tree will be![](data:image/png;base64,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)

Query for Sum of given Range

Once the tree is constructed, how to get the sum using the constructed segment tree. Following is algorithm to get the sum of elements.

int getMax(node, l, r) {

if range of node is within l and r return value in node

else if range of node is completely outside l and r return 0

else return max(getSum(node's left child, l, r) , getSum(node's right child, l, r) )

}

Update Value

Like tree construction and query operations, update can also be done recursively. We are given an index which needs to updated. Let *diff* be the value to be added. We start from root of the segment tree, and add *diff* to all nodes which have given index in their range. If a node doesn’t have given index in its range, we don’t make any changes to that node.

Implementation Of Segment Tree

(Classical + Lazy Propagation)

C++

#include <iostream>

#include <bits/stdc++.h>

// Segment Tree : Solve Problems (Min , Max , Sum)

using namespace std ;

int A[1001] , NewA[4 \* 1001] , Lazy[4 \* 1001] ;

/\*

\* A : Ordinary Array That User Enter Value into

\* NewA : Segment Tree Array That Will Be Built

\*/

int getLeft(int i){ return (i << 1) ; } // get LeftChild in The Tree

int getRight(int i){return (i << 1) + 1 ;} // get Right child in the Tree

void BuiltTree(int l , int r , int p = 1){

if(l == r) NewA[p] = A[l] ;

else {

int mid = l + (r - l) / 2 ;

BuiltTree(l , mid , getLeft(p)) ; // go to LeftChild

BuiltTree(mid + 1 , r , getRight(p)) ;

// go to RightChild

NewA[p] = NewA[getLeft(p)] + NewA[getRight(p)]; //Backtracking

/\*

\*

\* Put Sum of LeftChild and RightChild into Parent (P)

\* if A : [ 2 3 4 5 ]

\*

\* 14

\* / \

\* / \

\* 5 9

\* / \ / \

\* 2 3 4 5

\*/

}

}

// Update Range in Tree

void UpdateTree(int l , int r , int i , int j , int val , int p = 1){ // Update Range(i , j)

// Out of Range

if(i > r || l > j) return ;

if(l == r){

NewA[p] += val ; // Update With Val

return ; // There is No More Childs to Visit

}

int mid = l + (r - l) / 2 ; // get Mid Position

UpdateTree(l , mid , i , j , val , getLeft(p)) ; // goto LeftChild

UpdateTree(mid + 1 , r , i , j , val , getRight(p)) ; // goto RightChild

NewA[p] = NewA[getLeft(p)] + NewA[getRight(p)] ; // Backtracking

/\*

\* Update Value of Parent After Updating Left and Right Child

\*/

}

// Reply With Answer to User like this

// Ques : get Sum From Position 1 to Position 3

// Ans : ....

int RangeSumQuery(int l , int r , int i , int j , int p = 1){ // get Sum for Range(i , j)

// Out of Range

if(i > r || l > j) return 0 ; // Value to indicator that is not in My Sum Range

if(l >= i && j >= r) return NewA[p] ; // This is Exactly My Range

// Else i Will Browse Left and Right Child

int mid = l + (r - l) / 2 ; // get Mid ;

int FirstPart = RangeSumQuery(l , mid , i , j , getLeft(p)) ; // goto Left Child

int SecondPart = RangeSumQuery(mid + 1 , r , i , j , getRight(p)) ; // goto Right

return FirstPart + SecondPart ; // Return Sum Val of All My Range

}

// More Optimization for Updating Function is Called Lazy Propagation

/\* Lazy Propagation Function Here\*/

void UpdateTreeLazyPropagation(int l , int r , int i , int j , int val , int p = 1){

if(l > r) return ; // Out of Range

if(Lazy[p]){

NewA[p] += Lazy[p] ;

if(l != r){ // Child are Not Update With New Val

Lazy[getLeft(p)] += Lazy[p] ; // Update Left

Lazy[getRight(p)] += Lazy[p]; // Update Right

}

Lazy[p] = 0 ; // This Range Was already Updated -->

}

// Out Of My Range ; // No OverLap

if(i > r || l > j) return ;

// Total OverLap

if(l >= i && j >= r){

NewA[p] += val ;

if(l != r){ // have 2 Child

Lazy[getLeft(p)] += val ;

Lazy[getRight(p)] += val ;

}

return ;

}

// Partial Overlap

int mid = l + (r - l) / 2 ;

UpdateTreeLazyPropagation(l , mid , i , j , val , getLeft(p)) ; // goto Left

UpdateTreeLazyPropagation(mid + 1 , r , i , j , val , getRight(p)) ; // goto Right

// BackTracking Update Parent After making Changes in Left and Right Child

NewA[p] = NewA[getLeft(p)] + NewA[getRight(p)] ;

}

int RangeSumQueryLazyPropagation(int l , int r , int i , int j , int p = 1){

if(l > r) return 0 ;

if(Lazy[p]){

NewA[p] += Lazy[p] ;

if(l != r){

Lazy[getLeft(p)] += Lazy[p] ;

Lazy[getRight(p)] += Lazy[p] ;

}

Lazy[p] = 0 ;

}

// No OverLap

if(l > j || i > r) return 0 ; // Indicator "This is Not My Range"

// Total OverLap

if(l >= i && j >= r)

return NewA[p] ;

// Partial OverLap

int mid = l + (r - l) / 2 ; // get Mid Position

// goto LeftChild

int First = RangeSumQueryLazyPropagation(l , mid , i , r , getLeft(p)) ;

// goto RightChild

int Second = RangeSumQueryLazyPropagation(mid + 1 , r , i , j , getRight(p)) ;

return First + Second ; // Return My Range

}

int main(){

ios\_base::sync\_with\_stdio(0);

cin.tie(0) ;

int n ;

cin >> n ;

for(int i = 1 ; i <= n ; i++)

cin >> A[i] ;

BuiltTree(1 , n) ;

/\* Using LazyPropagation \*/

cout << "Sum from " << 2 << " to " << 4 << " : " ;

cout << RangeSumQueryLazyPropagation(1 , n , 2 , 4) << endl;

UpdateTreeLazyPropagation(1 , n , 2 , 4 , 1) ;

cout << "Sum from " << 2 << " to " << 4 << " : " ;

cout << RangeSumQueryLazyPropagation(1 , n , 2 , 4) << endl;

return 0 ;

}

Thanks